**깃허브의 브랜치 병합**
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Git에서 브랜치를 합치는 방법으로는 일반적으로 merge를 사용하는 방법과 rebase를 사용하는 방법이 있으며, 어느 명령어를 사용하느냐에 따라 병합 후 브랜치의 이력이 크게 달라진다.

Merge를 사용하면, 여러 개의 브랜치를 하나로 모을 수 있다. 사용법은 ‘git merge [브랜치 명]’으로, 실행하면 지정한 커밋의 내용이 헤드가 가리키고 있는 브랜치에 넣어지며, 헤드는 현재 사용 중인 브랜치에 위치하게 된다. Merge는 현재의 브랜치에서 [브랜치 명]의 변경사항을 병합한다. 따라서 A브랜치에서 B브랜치를 Merge 하는 것과 B브랜치에서 A브랜치를 Merge 하는 것은 차이가 있다.

A브랜치에서 분기하는 B브랜치가 있고 이 B브랜치를 A브랜치로 병합할 때, A브랜치의 상태가 이전부터 변경되어 있지만 않으면 매우 쉽게 병합할 수 있는데, B브랜치의 이력은 A브랜치의 이력을 모두 포함하고 있기 때문에 A브랜치는 단순히 이동하기만 해도 B브랜치의 내용을 적용할 수 있다. 이처럼 A브랜치에서 B브랜치를 분기해준 것 외에 별도의 커밋 로그 없이 B브랜치가 만든 최신의 커밋 로그를 가리키게 만드는 것을 Fast-Foward(빨리 감기) 병합이라고 한다.

빨리 감기 병합은 수행 속도가 빠르고 불필요한 브랜치를 제거해 주는 역할을 하지만, 두 개의 브랜치의 구분이 사라지기 때문에 프로젝트를 관리하는 면에서 모호함이 발생할 가능성이 있다.

이와 다르게 A브랜치에서 B브랜치를 생성한 후, A브랜치와 B브랜치 모두 여러 번의 커밋이 있었을 때 A브랜치에서 B브랜치를 Merge할 경우 빨리 감기 병합이 불가능한데, 이때 git은 A브랜치와 B브랜치의 조상 커밋을 찾아 내부적으로 3Way Merge라는 방법을 이용하여 Merge를 수행하며, 성공적으로 병합할 경우 ‘Merge made by recursive strategy’라는 메시지가 표시된다. 3Way Merge 작업을 수행하고 나면 합칠 브랜치에서 가져온 커밋이 몇 개 였든지 간에, 현재 브랜치에는 딱 하나의 커밋만 새로 생성되므로 Merge를 취소하고 싶다면 새로 생성된 커밋만 삭제해 주면 된다.

Merge 명령에 별도의 옵션을 주지 않는다면 기본적으로 빨리 감기 병합을 수행하며, 빨리 감기 병합이 불가능할 경우 3way merge를 수행하지만, git merge —no-ff [브랜치 명]처럼 별도의 옵션을 줄 경우 빨리 감기 병합이 수행 가능하더라도 3way merge를 수행한다. 경우에 따라 의도적으로 작업 기록을 남겨두기 위해 빨리 감기 병합을 수행하지 말아야 할 경우 이러한 옵션을 활용할 수 있다.

Merge가 실패하여 충돌이 발생할 경우, 개발자가 직접 해당 부분의 소스코드를 수정하여 관리를 해줄 필요가 있다. 여러 명이 같은 파일에서 작업을 할 경우 기존의 내용이 서로 다를 수 있으며, 이 경우 충돌이 발생하게 된다. 충돌이 발생할 경우 충돌을 해결하기 위한 임의의 브랜치로 변경되며, 사용자는 충돌이 발생한 코드를 확인, 변경하여 커밋 하면 충돌을 해결할 수 있다. 이때, git diff, git status 명령어 들을 이용하면 Git이 어떤 파일을 Merge 할 수 없었는지, 어디서 충돌이 발생하였으며, 어떤 변경이 있었는지를 추적할 수 있다.

혼자서 개발하는 것이 아닌 협력 환경에서 병합 시 충돌을 줄이기 위해서는 master 브랜치의 변화를 지속적으로 브랜치로 가져와서 충돌이 발생하는 부분을 매번 제거하면서 자신의 브랜치를 개발해야 이후 master 브랜치로 병합할 때 충돌의 발생 수를 줄일 수 있다.

Rebase는 Merge와는 다르게 브랜치의 공통 조상이 되는 base를 다른 브랜치의 커밋 지점으로 바꾸는 것으로, Rebase 하려는 브랜치 커밋들의 변경사항을 Patch라는 것으로 만든 다음에 어딘가에 저장해 둔 후. 이를 master 브랜치에 하나씩 적용하여 새로운 커밋을 만드는 것이다. ‘git rebase [브랜치 명]’으로 사용할 수 있으며, --interactive 옵션을 사용하여 커밋에서 작업했던 내용들은 그대로 유지하면서 불필요한 커밋 이력을 제거해서 필요한 커밋들만 남기는 등 커밋 로그를 조작할 수 있다.

Merge와 Rebase를 비교해보면, Merge로 브랜치를 병합하게 되면 커밋 내역에 Merge 커밋이 추가로 남게 된다. 따라서 Merge를 사용하면 브랜치가 생기고 병합되는 모든 작업 내용을 그대로 기록하게 되므로 이력이 복잡해질 가능성이 있으며, 반대로 Rebase의 경우는 브랜치를 병합할 때 이런 Merge 커밋을 남기지 않으므로, 마치 다른 브랜치는 없었던 것처럼 프로젝트의 작업 내용이 하나의 흐름으로 유지되지만 정확한 이력을 남겨야 할 필요가 있을 경우 사용하면 안 된다.

브랜치를 병합할 때 Merge를 써야 하는지 Rebase를 써야 하는지에 대해서는 정답이 없으며, 프로젝트나 팀의 상황에 따라 다른 전략을 사용할 수 있다. 일반적으로 토픽 브랜치에 통합 브랜치의 최신 코드를 적용할 경우에는 Rebase를 사용하며, 통합 브랜치에 토픽 브랜치를 불러올 경우에는 우선 Rebase를 한 후 Merge를 사용한다. 로컬에서 히스토리 정리를 위해 Rebase를 사용할 수도 있으나, 이미 원격 저장소에 Push된 커밋은 Rebase를 하지 않는 것이 일반적이다.

앞의 두 가지 방법 외에 cherry-pick을 사용하는 방법도 있는데, 이는 다른 브랜치에 있는 커밋을 선별적으로 현재의 브랜치에 반영하기 위한 명령어이다. ‘git cherry-pick {커밋 ID}’를 통해 사용할 수 있으며, 사용 시 현재 브랜치는 작업 내역을 반영할 브랜치여야 하고, 가져오려는 커밋이 여러 개인 경우 먼저 작성한 커밋부터 순서대로 가져와야 한다. 또, git cherry-pick –n처럼 -n 매개변수를 지정하여 Git을 합치기는 하지만 커밋 하지 않게 할 수도 있다. cherry-pick은 엄밀히 말해 커밋을 가져오는 것이 아닌, 가져올 커밋과 동일한 커밋을 새로 만들어서 현재의 브랜치에 덧붙이는 작업이다. 그러므로 현재 브랜치에 추가되는 커밋은 가져온 커밋과 커밋 ID가 달라진다. 따라서 cherry-pick은 커밋을 새로 하는 것과 같다고 볼 수 있다.
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